Pagina.xaml

Tutto interno a griglia layout root.

Grid.RowDefinitions → definisco come sono le righe della griglia

Grid.ColumnDefinitions → definisco come sono le colonne

es. 2 righe: 1)con Height=”5\*” 2)con Height=”1\*” → la prima occuperà 5/6 della pagina in verticale, la seconda 1/6

Tutto può essere costituito al suo interno da una griglia

<StackPanel>

<Grid>

,,,

</StackPanel>

Dopo aver definito la Grid al suo interno dobbiamo dichiarare come sono le righe/colonne e inserire gli elementi

<Grid x:Name="..." >

<Grid.RowDefinitions>

,,,

</Grid.RowDefinitions>

<StackPanel x:Name="..." Grid.Row="0">

<TextBlock x:Name="..." Text="..." Style="{StaticResource PhoneTextNormalStyle}"/>

</StackPanel>

Proprietà bottoni:

<Button Name="..."

BorderThickness="0" → bordo

Background="Transparent" → colore di sfondo

Content="Gioca Ora!" → testo contenuto

Grid.Row="0" → in che riga deve posizionarsi

Grid.Column="0" → in che colonna deve posizionarsi

Click="Inizia\_Click" → che funzione lancia al click (definita su pagina.xaml.cs)

FontFamily="Comic Sans MS"

FontSize="{StaticResource PhoneFontSizeLarge}"

Tag=”ciao”/> 🡪 campo utile per assegnare un testo ad un bottone che non si vuole far vedere

Immagine di sfondo ad elementi (es. <StackPanel>,<Button>,<Grid>...):

<Elemento>

<Elemento.Background>

<Imagebrush ImageSource=”Images/img1.jpg” ></Imagebrush>

</Elemento.Background>

<Elemento>

**C#**

Campi con getter e setter di una classe per evitare accesso diretto a quelli privati

Public class Persona{

Private nome;

public Persona(){…}

Public string Nome{

Get{

Return nome;

}

Set{

If(value!=””)

nome=value;

}

}

Per avere il campo -> Persona p=new Persona(…); string nome=p.Nome; (GET)

p.Nome=”pippo”; (SET)

Liste:

List<Persona> persone=new List<Persona>();

persona.Add(new Persona(…”));

Persona p=persone[0];

…

Conversione:

string n=”1”;

int i=Convert.toInt32(n);

string s=i.toString();

MessageBox:

MessageBox.Show(“ciao”);

MessageBoxResult m = MessageBox.Show("Sei sicuro?", "Esci dal gioco", MessageBoxButton.OKCancel);

if (m == MessageBoxResult.OK)

{

…

}

else …

Navigazione da una pagina all’altra:

NavigationService.Navigate(new Uri("nuova\_pagina.xaml", UriKind.Relative));

Passaggio parametri da una pagina ad un’altra:

es. clicco bottone e passo a pagina successiva parametri

pagina1.xaml.cs

private void GoToGame(object sender, RoutedEventArgs e)

{

int liv = (int)((Button)sender).Tag;

string uri = "/Game.xaml?id=" + liv.ToString();

NavigationService.Navigate(new Uri(uri, UriKind.Relative));

}

Pagina2.xaml.cs

protected override void OnNavigatedTo(NavigationEventArgs e)

{

base.OnNavigatedTo(e);

string liv = string.Empty;

/// IF: riesco a prendere il livello sul quale sto navigando

if (NavigationContext.QueryString.TryGetValue("id", out liv))

{

/// parametro messo in liv

}

}

Data Binding:

**Pattern Model View ViewModel:**

Model = classi che eseguono il vero funzionamento

View = grafica (pagina.xaml+pagina.xaml.cs)

ViewModel = classi che collegano la view al model

![103-0](data:image/png;base64,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)

Esempio:

Ho una classe Persona con un nome e un età (Model)

Questa persona deve potercomunicare i suoi cambiamenti di stato deve quindi implementare l’interfaccia INotifyPropertyChanged)

Creo una cartella Model e all’interno una nuova classe -> Person.cs

I campi di cui mi interessa il cambiamento devono avere setter e getter; nel setter una volta cambiato il campo privato, devo comunicare che il valore di quel campo è cambiato (ReisePropertyChanged(“nome\_campo”))

MODEL

public class Person : INotifyPropertyChanged

{

    private string name;

    private int age;

    public string Name

    {

        get

        {

            return name;

        }

        set

        {

            if (this.name != value)

            {

                this.name = value;

                this.RaisePropertyChanged("Name");

            }

        }

    }

    public int Age

    {

        get

        {

            return this.age;

        }

        set

        {

            if (this.age != value)

            {

                this.age = value;

                this.RaisePropertyChanged("Age");

            }

        }

    }

    public event PropertyChangedEventHandler PropertyChanged;

    private void RaisePropertyChanged(string propertyName)

    {

        PropertyChangedEventHandler handler = this.PropertyChanged;

        if (handler != null)

        {

            handler(this, new PropertyChangedEventArgs(propertyName));

        }

    }

}

VIEWMODEL

Creo una cartella ViewModel e all’interno una nuova classe PersonViewModel.cs

Anche questa classe deve poter notificare i cambiamenti di stato (all’interfaccia grafica) quindi deve implementare l’interfaccia INotifyPropertyChanged.

Se ho una lista di oggetti da osservare e presentare (non uno solo)devo avere tra i campi un ObservableCollection<Oggetto> lista ,la quale sarà passata come ItemSource ad una lista poi nella View tramite Lista(campo con setter e getter di lista)

public class PersonViewModel : INotifyPropertyChanged

{

    private string name;

    private int age;

    private ObservableCollection<Person> personDataSource;

    private ICommand loadDataCommand;

    private ICommand saveChangesCommand;

    public PersonViewModel()

    {

        this.loadDataCommand = new DelegateCommand(this.LoadDataAction);

        this.saveChangesCommand = new DelegateCommand(this.SaveChangesAction);

    }

    private void LoadDataAction(object p)

    {

        this.DataSource.Add(new Person() { Name = "John", Age = 32 });

        this.DataSource.Add(new Person() { Name = "Kate", Age = 27 });

        this.DataSource.Add(new Person() { Name = "Sam", Age = 30 });

    }

    private void SaveChangesAction(object p)

    {

        if (this.SelectedPerson != null)

        {

            this.SelectedPerson.Name = this.name;

            this.SelectedPerson.Age = this.age;

        }

    }

    public ICommand LoadDataCommand

    {

        get

        {

            return this.loadDataCommand;

        }

    }

    public ICommand SaveChangesCommand

    {

        get

        {

            return this.saveChangesCommand;

        }

    }

    public ObservableCollection<Person> DataSource

    {

        get

        {

            if (this.personDataSource == null)

            {

                this.personDataSource = new ObservableCollection<Person>();

            }

            return this.personDataSource;

        }

    }

    public string SelectedName

    {

        get

        {

            if (this.SelectedPerson != null)

            {

                return this.SelectedPerson.Name;

            }

            return string.Empty;

        }

        set

        {

            this.name = value;

        }

    }

    public int SelectedAge

    {

        get

        {

            if (this.SelectedPerson != null)

            {

                return this.SelectedPerson.Age;

            }

            return 0;

        }

        set

        {

            this.age = value;

        }

    }

    private Person selectedPerson;

    public Person SelectedPerson

    {

        get

        {

            return this.selectedPerson;

        }

        set

        {

            if (this.selectedPerson != value)

            {

                this.selectedPerson = value;

                if (this.selectedPerson != null)

                {

                    this.name = this.selectedPerson.Name;

                    this.age = this.selectedPerson.Age;

                }

                this.RaisePropertyChanged("SelectedName");

                this.RaisePropertyChanged("SelectedAge");

            }

        }

    }

    public event PropertyChangedEventHandler PropertyChanged;

    private void RaisePropertyChanged(string propertyName)

    {

        PropertyChangedEventHandler handler = this.PropertyChanged;

        if (handler != null)

        {

            handler(this, new PropertyChangedEventArgs(propertyName));

        }

    }

}

VIEW

Page.xaml.cs

Fisso il datacontex della pagina corrente ad un oggetto viewmodel (dico che questa view farà riferimento alla VM per reperire dati tramite Binding.

public Page()

{

    InitializeComponent();

    this.DataContext = new PersonViewModel();

}

Page.xaml

Costruisco una listbox e fisso l’ItemSource al campo con setter e getter DataSource (Lista)

Ogni elemento della lista seguirà un itemtemplate/datatemplate per essere costruito, verranno costruiti tanti elementi di lista quanti sono gli oggetti contenuti nella lista (DataSource)

Ogni elemento di lista costruito sarà quindi associato ad un oggetto della lista da qui tramite il {Binding Proprietà} andrà a popolare i pripri elementi, dove Proprietà è un campo con setter e getter dell’oggetto a cui è associato

SelectedItem=”{Binding SelectedPerson, Mode=TwoWay”} dice che nel momento in cui verrà selezionato un elemento della lista, verrà comunicato alla classeVM e viene applicato il set sul campo SelectedPerson (con getter e setter) in cui come value viene passato l’oggetto associato a quell’elemento di lista

<StackPanel x:Name="ContentPanel" Grid.Row="1" Margin="12,0,12,0">

    <Button Content="LoadData" Command="{Binding LoadDataCommand}" />

    <ListBox ItemsSource="{Binding DataSource}" SelectedItem="{Binding SelectedPerson, Mode=TwoWay}" Height="100">

        <ListBox.ItemTemplate>

            <DataTemplate>

                <StackPanel Orientation="Horizontal">

                    <TextBlock Text="Name:"/>

                    <TextBlock Text="{Binding Name}" />

                    <TextBlock Text="Age:" Margin="10,0,0,0"/>

                    <TextBlock Text="{Binding Age}" />

                </StackPanel>

            </DataTemplate>

        </ListBox.ItemTemplate>

    </ListBox>

    <TextBlock Text="Name:"/>

    <TextBox Text="{Binding SelectedName, Mode=TwoWay}" />

    <TextBlock Text="Age:"/>

    <TextBox Text="{Binding SelectedAge, Mode=TwoWay}" />

    <Button Content="Save Changes" Command="{Binding SaveChangesCommand}" />

</StackPanel>

Come gestire la pressione del BackButton

Page.xaml.cs

Faccio override del metodo OnBackKeyPress, nell’esempio chiedo all’utente se è sicuro (MessageBox), se no devo cancellare il CancelEventArgs in modo da bloccare l’effetto delle pressione del backbutton, se si navigo verso una pagina che dico io (NavigationService.Navigate) e applico il refresh alla nuova pagina (nell’uri inserisco Refresh=True). Quest’ultima cosa può essere utile nel caso in cui torno alla pagina precedente a quella corrente e questa presenta dei dati dinamici che potrebbero essere cambiati, solitamente se si torna indietro viene riproposta una copia della pagina visitata in precedenza. Nel caso in cui

protected override void OnBackKeyPress(System.ComponentModel.CancelEventArgs e)

{

MessageBoxResult m=MessageBox.Show("Sei sicuro?", "Esci dal livello", MessageBoxButton.OKCancel);

if(m==MessageBoxResult.OK)

{

NavigationService.Navigate(new Uri("/PagLivelli.xaml?Refresh=true", UriKind.Relative));

}

else e.Cancel = true;}